### Modulul 2. Bazele programării în C#. Operatori de bază.

#### Tipuri de date

1. Tipuri numerice întregi

Reprezintă numere întregi (0,1,2,3, etc.)

Toate tipurile numerice întregi pot utiliza operații:

* Aritmetice (+, -, \*, /, %, ++, --)
* De comparație (==, >, <, >=, <=) - dacă unul din operatori nu este număr obținem rezultatul false
* De egalitate(==, !=).

|  |  |  |  |
| --- | --- | --- | --- |
| **Tipul** | **Intervalul de valori** | **Dimensiunea** | **Tipul în .NET** |
| **sbyte** | -128, 127 | Număr întreg de 8 biți (cu semn) | [System.SByte](https://docs.microsoft.com/en-us/dotnet/api/system.sbyte) |
| **byte** | 0, 255 | Număr întreg de 8 biți (fără semn) | [System.Byte](https://docs.microsoft.com/en-us/dotnet/api/system.byte) |
| **short** | -32,768, 32,767 | Număr întreg de 16 biți (cu semn) | [System.Int16](https://docs.microsoft.com/en-us/dotnet/api/system.int16) |
| **ushort** | 0, 65,535 | Număr întreg de 16 bits (fără semn) | [System.UInt16](https://docs.microsoft.com/en-us/dotnet/api/system.uint16) |
| **int** | -2,147,483,648  2,147,483,647 | Număr întreg de 32 bits (cu semn) | [System.Int32](https://docs.microsoft.com/en-us/dotnet/api/system.int32) |
| **uint** | 0, 4,294,967,295 | Număr întreg de 32 bits (fără semn) | [System.UInt32](https://docs.microsoft.com/en-us/dotnet/api/system.uint32) |
| **long** | -9,223,372,036,854,775,808 9,223,372,036,854,775,807 | Număr întreg de 64 bits (cu semn) | [System.Int64](https://docs.microsoft.com/en-us/dotnet/api/system.int64) |
| **ulong** | 0, 18,446,744,073,709,551,615 | Număr întreg de 32 bits (fără semn) | [System.UInt64](https://docs.microsoft.com/en-us/dotnet/api/system.uint64) |

1. Tipuri numerice cu virgulă mobilă

Reprezintă numerele reale(**float x = 0.1f, double n = 0.005** etc.)

Toate tipurile numerice cu virgulă mobilă pot utiliza același set de operații ca și numerele întregi.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Tipul** | **Intervalul de valori** | **Cifre după virgulă** | **Dimensiunea** | **Tipul în .NET** |
| **float** | ±1.5 x 10−45 to ±3.4 x 1038 | ~6-9 | 4 bytes | [System.Single](https://docs.microsoft.com/en-us/dotnet/api/system.single) |
| **double** | ±5.0 × 10−324 to ±1.7 × 10308 | ~15-17 | 8 bytes | [System.Double](https://docs.microsoft.com/en-us/dotnet/api/system.double) |
| **decimal** | ±1.0 x 10-28 to ±7.9228 x 1028 | 28-29 | 16 bytes | [System.Decimal](https://docs.microsoft.com/en-us/dotnet/api/system.decimal) |

1. Tipuri de date caracter

Reprezintă un singur caracter unicod (**char x = ‘x’**)

Toate tipurile numerice cu virgulă mobilă pot utiliza același set de operații ca și numerele întregi.

|  |  |  |
| --- | --- | --- |
| **Tipul** | **Dimensiunea** | **Tipul în .NET** |
| **char** | 2 bytes | [System.Char](https://docs.microsoft.com/en-us/dotnet/api/system.char) |

1. Tipul bool

Reprezintă o valoare logică care poate fi **true sau false.(bool x = true; bool y = false;)**

|  |  |  |
| --- | --- | --- |
| **Tipul** | **Dimensiunea** | **Tipul în .NET** |
| **bool** | 1 byte | [System.Boolean](https://docs.microsoft.com/en-us/dotnet/api/system.boolean) |

1. Tipul enumerare

|  |  |  |
| --- | --- | --- |
| **Tipul** | **Dimensiunea** | **Tipul în .NET** |
| **enum** | 4 bytes | [System.Enum](https://docs.microsoft.com/en-us/dotnet/api/system.enum?view=netcore-3.1) |

Tipul enumerare sau **enum** reprezintă un set de constante. Tipul enumerare poate fi utilizat pentru a determina starea unui obiect si de executa o anumita functie in dependenta de aceasta stare.

enum Anotimpuri

{

Primavara,

Vara,

Toamna,

Iarna

}

#### Constante

Constantele sunt valori care nu pot fi modificate în timpul execuției programului, dar pot fi accesate pentru citire sau operațiuni(se declară cu **const**).

Exemplu:

**class Calendar1**

**{**

**public const int Luni = 12;**

**}**

În clasa Calendar1 variabila Luni este o constantă de tip int care are valoarea 12, aceasta valoare este substituită direct în limbajul intermediar și nu poate fi modificată în timpul execuției.

#### Variabile

O variabilă este un container care păstrează date. O variabilă poate avea o mulțime de tipuri(discutate anterior), și își poate schimba valoarea în timpul execuției programului(cu unele excepții).

private string motan = “Cot”;

O variabilă are mai multe elemente:

1. Nivelul de accesibilitate:
2. Tipul variabilei
3. Numele variabilei
4. Valoarea variabilei

|  |  |
| --- | --- |
| **Nivelul de accesibilitate** | **Explicație** |
| [public](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/keywords/public) | Acces liber. |
| [protected](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/keywords/protected) | Acces în interiorul clasei sau în claselor derivate. |
| [internal](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/keywords/internal) | Acces în interiorul clasei și în clasele din același assembly. |
| [protected internal](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/keywords/protected-internal) | Acces în interiorul clasei, în cadrul claselor derivate și în cadrul claselor din același assembly. |
| [private](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/keywords/private) | Acces doar în interiorul clasei. |
| [private protected](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/keywords/private-protected) | Acces în interiorul clasei, și în clasele derivate DOAR dacă fac parte din același assembly.  Disponibil de la lansarea C# 7.2. |

#### Tipuri anonime

Tipurile anonime reprezintă o metodă comodă de a include un set de parametri diferiți într-un singur obiect. (Parametrii pot fi citiți dar nu pot fi modificați în runtime).

var RAM = new { Producator = “Corsair”, Memorie = 4096 };

Console.WriteLine(RAM .Producator+ ”:” + RAM.Memorie);

#### Introducerea și citirea datelor din consolă

1. Introducerea datelor:

* Console.WriteLine()
* Console.Write()

1. Citirea datelor:

* Console.[ReadKey()](https://msdn.microsoft.com/en-us/library/471w8d85(v=vs.110).aspx)
* Console.[ReadLine()](https://msdn.microsoft.com/en-us/library/system.console.readline(v=vs.110).aspx)
* Console.[Read()](https://msdn.microsoft.com/en-us/library/system.console.read(v=vs.110).aspx)

#### Tipuri struct și referință

Tipurile **struct** în C# reprezintă o metodă simplă de a stoca mai multe variabile de tipuri diferite în interiorul unui structuri.

public struct Student

{

int nr;

string nume;

float notaMedie;

string biografie;

}

Student student = new Student ();

student .nr = 1;

student .nume = “Ion”;

student .notaMedie = 9.5f;

student .biografie = “Ion a crescut in Bulboaca, departe de civilizatie”;

#### Conversia tipurilor

În C# conversia se folosește pentru a modifica tipul unei valori în altul. Conversia poate fi efectuată prin 2 metode:

1. Conversie implicită - este cea efectuată de C# în mod automat și este considerată sigură(nu poate genera erori).

**De exemplu:** când suma a două variabile numerice de tip short va fi mai mare decât valoarea maximă short de 32 767 suma acestora va fi automat convertită în tip int.
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1. Conversie explicită- este cea efectuată de către utilizator utilizând funcții predefinite. Acest tip de conversie este considerat nesigur pentru că poate genera erori în cazul în care conversia este imposibilă din cauza incompatibilității tipurilor.

**Exemplu:**

float x = 20.0005f;

int y = Convert.ToInt32(x);

Rezultat: 20

#### Operatori

1. Operatori aritmetici. (A=10; B=20)

|  |  |  |
| --- | --- | --- |
| **Operator** | **Descriere** | **Exemplu** |
| + | Adună două valori | A + B = 30 |
| - | Scade a doua valoare din prima | A - B = -10 |
| \* | Înmulțește valorile | A \* B = 200 |
| / | Împarte primul operator la al doilea operator | A / B = 0 |
| % | Indică restul împărțirii | A % B = 10 |
| ++ | Crește valoarea operatorului cu 1 | A++ = 11 |
| -- | Scade valoarea operatorului cu 1 | A-- = 9 |

1. Operatori relaționali. (A=10; B=20)

|  |  |  |
| --- | --- | --- |
| **Operator** | **Descriere** | **Exemplu** |
| == | Returnează adevăr dacă operatorii sunt egali | (A == B) **false** |
| != | Returnează adevăr dacă operatorii NU sunt egali | (A != B) **true** |
| > | Verifică dacă operatorul din stânga este mai mare decât cel din dreapta | (A > B) **false** |
| < | Verifică dacă operatorul din stânga este MAI MIC decât cel din dreapta | (A < B) **true** |
| >= | Verifică dacă operatorul din stânga este mai mare sau egal decât cel din dreapta | (A >= B) **false** |
| <= | Verifică dacă operatorul din stânga este MAI MIC sau egal decât cel din dreapta | (A <= B) **true** |

1. Operatori logici (A = true; B = false;)

|  |  |  |
| --- | --- | --- |
| **Operator** | **Descriere** | **Exemplu** |
| && | Operația logică ȘI. Returnează adevăr doar dacă ambii operatori sunt true. | **(A && B) false** |
| || | Operația logică ORI. Returnează adevăr dacă oricare dintre operatori este true. | **(A || B) true.** |
| ! | Operația logică OPUS. Returnează valoarea inversă valorii inițiale. | **!(A && B) true.** |

#### Condiții

1. Condiția if, if else și else

Condițiile if, if else și else vă sunt bine cunoscute deja. Scopul lor este să determine valoarea logică a unei afirmații(true, false) și să execute un fragment de cod respectiv în dependență de aceasta.

**Exemplu:**

int x = 5;

int y = 6;

if(x>y)

{

x++;

}

else if(x==y)

{

y++;

}

else

{

x+=y;

}

În exemplul de mai sus avem declarate două variabile de tip int x și y. X este 5, iar Y 6.

1. În urma comparației făcute în prima condiție i**f(x>y)** vom obține **if(5>6)** ceea ce putem spune logic că e fals, deci programul nu va executa comanda x++
2. Programul continua catre următoarea condiție care este **else if(x==y**), în urma substituției variabilelor obținem **else if(5==6**), ceea ce iarăși este fals. Comanda y++ nu va fi executată.
3. În urma excluderii primei condiții știm că **x nu este mai mare ca y**, în urma excluderii condiției 2 știm că **x nu este egal cu y,** deci ultima condiție else va presupune că x<y. În urma substituției variabilelor cu valoare lor obținem 5<6 ceea ce este adevărat. **Programul va executa comanda x+=y**; în urma la care valoarea lui x = 5 va fi adunată cu valoarea lui y = 6, și x va obține valoarea sumei, **deci x = 11**.
4. Condiția switch

Condiția switch este o alternativă viabilă pentru condiția if else, **care verifică dacă o anumită variabilă coincide cu case-urile indicate de programator**, dacă variabila coincide este executat codul din case-ul respectiv, dacă variabila nu coincide cu nici un case se executa codul indicat în **default:**

**Exemplu:**

Color color = new Color();

switch (c)

{

case Color.Red:

Console.WriteLine("The color is red");

break;

case Color.Green:

Console.WriteLine("The color is green");

break;

case Color.Blue:

Console.WriteLine("The color is blue");

break;

default:

Console.WriteLine("The color is unknown.");

break;

}

}

1. Operatorul ?

Operatorul ?(operator ternar) reprezintă încă o alternativă pentru condiția if else, dar acesta este mai compact.

**Exemplu:**

int x = 20, y = 10;

int rezultat = x > y ? x : y;

În exemplul de mai sus operatorul ? verifică dacă **x este mai mare ca y,** în cazul în care această expresie **este adevărată int-ul rezultat va fi egal cu x,** în caz că nu rezultat va fi egal cu y.

În cazul nostru x este 20, iar y - 10, deci x este mai mare, respectiv rezultat = 20;

#### Cicluri

1. Ciclul for

Se folosește în cazul în care știm exact de câte iterații avem nevoie.

for (int i = 0; i < 3; i++) {Console.WriteLine(i);}

Rezultat:

0

1

2

1. Ciclul while

Ciclul while va executa codul din interior atâta timp cât verificarea logică din interior este true. Se folosește când nu știm de câte iterații avem nevoie dar are potențial de a cauza cicluri infinite dacă logica nu este corectă.

int i = 0;

while (i < 3)

{

Console.WriteLine(i);

i++;

}

1. Ciclul foreach

Ciclul foreach se folosește doar în cazul în care vrem să procesăm toate elementele de un anumit tip dintr-un tablou.

De exemplu:

string[] masini= {"Mazda", "Nisan", "Toyota", "Mitsubishi"};

foreach (string str in cars)

{

Console.WriteLine(str);

}

În exemplul de mai sus ciclul foreach va procesa tabloul mașini și va printa fiecare element de tip string din el, avantajul de bază este că nu trebuie să indicăm manual lungimea ciclului precum în ciclul for.

1. Instrucțiunea break și continue

Break se folosește în cazul în care vrem să oprim un ciclu, de exemplu atunci când căutăm o valoare, iar după ce o găsim nu dorim să mai continuăm execuția.

string[] masini= {"Mazda", "Nisan", "Toyota", "Mitsubishi"};

for (int i = 0; i < masini.Length; i++)

{

if(masini[i]==”Mazda”)

{

Console.Write(“Mazda are numarul de ordine:”+i);

break;

}

}

Break pe de altă parte se va utiliza când vrem să trecem la următoarea iterație a ciclului fără a executa codul de după continue.

string[] masini= {"Mazda", "Nisan", "Toyota", "Mitsubishi"};

for (int i = 0; i < masini.Length; i++)

{

if(masini[i]==”Mazda”)

{

continue;

}

Console.Write(masini[i]+“ are numarul de ordine:”+i);

}

1. Intrucțiunea goto

Se folosește pentru a trece într-o anumită parte a unui program care este predeterminată din timp, în felul acesta îndată ce condiția care este căutată se îndeplinește restul codului care este inclus după va fi ignorat.

static void Main()

{

string[] masini = { "Mazda", "Nisan", "Toyota", "Mitsubishi" };

for (int i = 0; i < masini.Length; i++)

{

if (masini[i] == "Mazda")

{

goto Found;

}

}

goto Finish;

Found:

Console.WriteLine("Mazda a fost gasita");

Finish:

Console.WriteLine("Mazda nu a fost gasita");

// Keep the console open in debug mode.

Console.WriteLine("Press any key to exit.");

Console.ReadKey();

}

În exemplul de mai sus, ciclul for indicat va căuta în tabloul masini stringul Mazda, îndată ce acesta este găsit execuția programului “sare” la regiunea Found și ignoră restul ciclului și codul după el.

Acest tip de cod se recomandă când știm deja scenariile de execuție al codului.

#### Utilizarea nameof

Nameof se utilizează pentru a obține numele unei variabile, clase, funcții etc.

![](data:image/png;base64,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)

#### Tablouri

1. Tablouri unidimensionale

int[] myNumbers = {5, 1, 8, 9};

int[] myNumbers = new int[4];

int[] myNumbers = null;

1. Tablouri multidimensionale

int[,] biDim = new int[2, 2];

int[,] biDim = {2,2}{2,2};

int[,,] triDim = new int[3, 3, 3];

Console.WriteLine(triDim.Length);

//traversal

for (int i = 0; i < triDim.GetLength(0); i++)

{

for (int j = 0; j < triDim.GetLength(1); j++)

{

for (int r = 0; r < triDim.GetLength(2); r++)

{

Console.Write(triDim[i, j, r] + " ");

}

Console.WriteLine();

}

Console.WriteLine();

}

//Initializarea manuala

int[,] biDim = new int[2, 2]{{2,2}, {2,2}};

int[,,] triDim = new int[3, 3, 3]

{

{ { 1, 2, 3 },

{ 4, 5, 6 },

{ 4, 5, 6 }

},

{

{ 7, 8, 9 },

{ 10, 11, 12 },

{ 10, 11, 12 }

},

{

{ 7, 8, 9 },

{ 10, 11, 12 },

{ 10, 11, 12 }

},

};

1. Tablouri neordinare(jagged arrays)

Uneori putem avea nevoie de a declara unele tablouri cu dimensiuni neordinare, ca de exemplu pentru a reprezenta statutul locurilor ocupate intr-un cinema pentru aceste ocazii putem utiliza

string[][] numere = new string[4][]

{

new string[]{"1", "2", "3"},

new string[]{"4", "5", "6", "7", "8"},

new string[]{"9", "1", "2", "3", "4", "5"},

new string[]{"6", "7", "8", "9", "1", "2", "3"},

};

for (int i = 0; i < numere.Length; i++)

{

Console.Write("Name List ({0}): ", i + 1);

for (int j = 0; j < numere[i].Length; j++)

{

Console.Write(numere[i][j] + "\t");

}

Console.WriteLine();

}

Console.ReadKey();

#### Șiruri de caractere(string)

1. Crearea șirurilor de caractere

//Manual

string s1 = "A string is more ";

//Dintr-un sir de caractere

char[] letters = { 'A', 'B', 'C' };

string str6 = new string(letters);

//Prin repetarea unui caracter de X ori

string tabs = new String('X', 5);

1. Operații cu string-uri

//Formatare

var pw = (firstName: "Phillis", lastName: "Wheatley", born: 1753, published: 1773);

Console.WriteLine("{0} {1} was an African American poet born in {2}.", pw.firstName, pw.lastName, pw.born);

Console.WriteLine("She was first published in {0} at the age of {1}.", pw.published, pw.published - pw.born);

Console.WriteLine("She'd be over {0} years old today.", Math.Round((2018d - pw.born) / 100d) \* 100d);

|  |  |
| --- | --- |
| **Functie** | **Explicatie** |
| **Clone()** | Produce o copie exacta a unui string |
| **CompareTo()** | Compara doua stringuri, returnează true dacă sunt identice și false dacă nu. **(Returnează eroare dacă unul din stringuri e null)** |
| **Contains()** | Verifica dacă un string contine un anumit caracter sau secvența de caractere |
| **EndsWith()** | Verifica daca stringul se termina cu un anumit caracter |
| **Equals()** | Compara doua stringuri, returnează true dacă sunt identice și false dacă nu. |
| **GetHashCode()** | Returneaza HashValue a unui string |
| **IndexOf()** | Identifica poziția unui caracter in string(prima litera găsită dacă exista mai multe) |
| **ToLower()** | Transforma toate caracterele stringului în caractere minuscule |
| **ToUpper()** | Transforma toate caracterele stringului în caractere majuscule |
| **Insert()** | Insereaza in string un alt string sau un caracter in poziția indicată |
| **LastIndexOf()** | Găsește locul ultimii apariții a unui caracter |
| **Length** | Returnează lungimea stringului |
| **Remove()** | Șterge toate caracterele incepand cu valoarea inițială indicată și finisand cu cea finală indicată |
| **Replace()** | Înlocuiește toate caracterele indicate de utilizator cu alt caracter selectat |
| **Split()** | Împarte un string în mai multe stringuri în dependență de valoare separator |
| **StartsWith()** | Verifică dacă stringul începe cu un anumit caracter |
| **Substring()** | Returnează o parte componentă din string |
| **ToCharArray()** | Transformă un string într-un tablou de caractere |
| **Trim()** | Șterge locurile libere de la începutul și sfârșitul string-ului |